**线程**

1. java的mian线程：

每一个程序开始运行时，至少有一个线程。

1. Java默认的线程就是main线程（java基础部分的程序中main()函数启动的线程）：
2. 除了java默认的线程，我们还可以继承来自Thread类来建立的线程对象。而Thread类建立的线程对象则从run()方法开始执行。

Eg：

先让一个类来继承Thread类，然后构造这个类的run方法(属于重写)，run方法中可以调用Thread中的各种方法，最后在main()方法中建立新类的对象（线程），对象通过调用start()方法让线程对象开始运行。

\* 线程常用方法介绍

\* 线程的创建：Thread()

\* Thread(String name)

\* Thread(Runnabal target)

\* Thread(Runnabal target,String name)

\*线程的方法：

\* 启动：void start();

\* 休眠：static void sleep(long millis);

\* static void sleep(long millis,int nanos);

\* 使其他的线程等待当前线程终止：

\* void join();

\* void join(long millis);

\* void join(long millis,int nanos);

\* 使当前运行线程释放处理器资源：

\* static void yield();

设定线程名称：

Void setName();

显示线当前程数目：

Void activeCount();

\*获取线程引用：

\* static Thread currentThread();

Eg：**public** **class** A **extends** Thread {

**private** String name;

**public** A(String name1)

{

name=name1;

}

**public** **void** run()

{

**for**(**int** i=0;i<100;++i)

{

System.***out***.println(Thread.*currentThread*().getName()+"　"+"购买彩票: "+(**int**)((Math.*random*()\*10)+1)+"号");

**try** {

**if**(++i%10==0)

{

Thread.*sleep*(5000);//休眠5秒

}

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stu

A a1=**new** A("金玉宝");//第一个线程

a1.start();//启动第一个线程

A a2=**new** A("张宽");//第二个线程

a2.start();//启动第二个线程

}

}

1. **利用Runnable接口建立多线程**

利用接口可以实现多重继承的目的，当我们想要建立的多线程的类已经继承了其他的类，很显然此时就不可以使用继承Thread类实现多线程，此时就需要使用Runnable接口实现多重继承以及多线程。

与直接继承的区别：  
建立线程对象时存在区别：

Thread t=new classname();

或者：

Classname c=new classname();

Thread t=new Thread(c);

因为是通过接口继承的，就必须用接口来实例化对象，通过接口实例化的对象来调用接口里面的方法。、

Eg:

**package** 接口实现福利彩票;

/\*\*

\* 用一个实现类B

\* **@author** Administrator

\*

\*/

**class** B {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

C a=**new** C("金玉宝");

Thread t=**new** Thread(a);//建立线程对象

C a1=**new** C("张宽");

Thread t1=**new** Thread(a1);//建立线程对象

t.start();

t1.start();

}

}

**class** C **implements** Runnable{

**private** String name;

**public** C(String name1)

{

name=name1;

}

**public** **void** run()

{

**for**(**int** i=0;i<100;i++)

{

**int** j=0;

System.***out***.println(Thread.*currentThread*().getName()+" "+"购买彩票:"+(**int**)((Math.*random*()\*10)+1)+"号");

**if**((++j)%10==0)

{

**try** {

Thread.*sleep*(50);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

}

}

***注意*：**对于循环类的一定要记住使用**System.out*.flush()*;**

舒心缓冲池（释放资源）

4．线程的存活与中断

使用方法void isAlive()&&void interupt();

Eg;

**class** B {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

C a=**new** C("金玉宝");

Thread t=**new** Thread(a);//建立线程对象

C a1=**new** C("张宽");

Thread t1=**new** Thread(a1);//建立线程对象

t.start();

t1.start();

t.setName("金玉宝");

t1.setName("张宽");

System.***out***.println("当前的线程总数为："+Thread.*activeCount*());

**if**(t.isAlive())

{

System.***out***.println("中断线程："+Thread.*currentThread*().getName());

t.*interrupted*();

}

**if**(t1.isAlive())

{

System.***out***.println("中断线程："+Thread.*currentThread*().getName());

t1.*interrupted*();

}

}

}

**class** C **implements** Runnable{

**private** String name;

**public** C(String name1)

{

name=name1;

}

**public** **void** run()

{

**for**(**int** i=0;i<100;i++)

{

**int** j=0;

System.***out***.println(Thread.*currentThread*().getName()+" "+"购买彩票:"+(**int**)((Math.*random*()\*10)+1)+"号");

**System.*out*.flush();**

**if**((++j)%10==0)

{

**try** {

Thread.*sleep*(50);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

}

}

**//两个类并列书写则没有public classname表达**

1. **设定线程的优先权：**

**每个线程都会设定一个优先权值，权值范围为：1~10；1是最低优先权值。**

**Thread类中声明权值的方法：**

**Void setprioority();**

**几个权值常数：**

**Thread.NORM\_PRIORITY; 5;**

**Thread.Max\_PRIORITY; 10;**

**Thread.Min\_PRIORITY; 1;**

**权值关乎：使用CPU资源的优先顺序以及占用CPU资源的多少；、**

**Eg:**

**public** **class** B **implements** Runnable

{

**private** **long** counter;

**public** **boolean** flag;

**public** B()

{

counter =0;

flag=**true**;

}

**public** **void** run()

{

**try** {

Thread.*sleep*(1000);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

**while**(flag)

{

++counter;

}

}//while不是方法，必须写在方法中

**public** **void** Ting()

{

flag=**false**;

}

**public** **long** Counter()

{

**return** counter;

}

}

**public** **class** A {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

B b1=**new** B();

B b2=**new** B();

B b3=**new** B();

Thread t=**new** Thread(b1);

Thread t1=**new** Thread(b2);

Thread t2=**new** Thread(b2);

t.setName("金");

t1.setName("玉");

t2.setName("宝");

//System.out.println("总的线程数目："+Thread.activeCount());

System.***out***.println("main的优先权值为："+Thread.*currentThread*().getPriority());

System.***out***.println("t的优先权值为："+t.getPriority());

System.***out***.println("t1的优先权值为："+t1.getPriority());

System.***out***.println("t2的优先权值为："+t2.getPriority());

t.start();

t1.start();

t2.start();//只会执行方法run()中的

t.setPriority(10);

t2.setPriority(7);

t1.setPriority(3);

//设定优先权值

**try** {

Thread.*sleep*(1800);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

System.***out***.println(t.getName()+"执行："+b1.Counter()+"次");

System.***out***.println(t1.getName()+"执行："+b2.Counter()+"次");

System.***out***.println(t2.getName()+"执行："+b3.Counter()+"次");

}

}

1. **线程方法同步：**

**使用同一个类产生的多个线程对象，可以分别执行对象中的方法；当类中的方法设定为synchronized时，在同一时刻只能有一个线程对象执行这个方法，其他想要执行这个方法的线程，必须等到他空闲时才能执行。**

**Eg:  
public** **class** A **implements** Runnable{

**private** String name;

**public** A(String name1)

{

name=name1;

}

**public** **void** run()

{

show();

}

**public** **synchronized** **void** show()

{

System.***out***.println(name);

}

//使用了 synchronized修饰的方法，在同一时间只能让一个线程执行，排队执行

}

**public** **class** B {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

A a1=**new** A("jin");

A a2=**new** A("yu");

A a3=**new** A("bao");

Thread t1=**new** Thread(a1);

Thread t2=**new** Thread(a2);

Thread t3=**new** Thread(a3);

t3.start();

t1.start();

t2.start();

}

}
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**Eg:(避免同步的运用)**

**package** 排队同步例子;

**public** **class** A **implements** Runnable{

**private** static **long** sum=0;**//声明为静态变量的重要性**

**private** String name;

**public** A(String name1)

{

name=name1;

}

**public** **void** run()

{

**for**(**int** i=1;i<=5;++i)

{

add(name,1000);

}

}

**public** **synchronized** **void** add(String name,**long** m)

{

sum+=m;

System.***out***.println(name+"存入"+"m"+"总款"+sum);

}

}

**public** **class** B {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

A a1=**new** A("金");

A a2=**new** A("玉");

A a3=**new** A("宝");

Thread t1=**new** Thread(a1);

Thread t2=**new** Thread(a2);

Thread t3=**new** Thread(a3);

t1.start();

System.***out***.println("线程总数："+Thread.*activeCount*());

t2.start();//此时t1还在执行，t2已经启动，进入待命状态，里面的语句还未进行执行

System.***out***.println("线程总数："+Thread.*activeCount*());

t3.start();

System.***out***.println("线程总数："+Thread.*activeCount*());

}

}

**//多个对象公用一个变量（此变量声明为一个静态变量）**

**注意：**

1. **如果没有使用synchronized定义的方法，则避免不了同步；**
2. **使用静态变量：static,否则会出现三个5000；**

**知识点：**

**类中的静态变量：（含有静态变量的类必须独立于函数之外，就像在声明全局变量要在函数之外声明一样）。**

**使用含有静态变量的类所建立的对象，彼此可以共同存取同一个静态变量，例如想要设计一个记录这个类一共产生了多少个对象**

1. **线程间的通信：**

Wait()方法和notify()方法可以建立线程之间的通信机制。前者可以使线程进入等待状态，后者可以唤醒第一个进入等待状态的线程，另外notify（）方法可以唤醒所有处于等待状态的线程。

当要设计具有通信机制的线程时，通常会将线程分为读取和写入两各个部分，这样读写之间就可以互相通信，每当有数据可读的时候，读取线程就进入等待状态，等待写入线程来唤醒，反之亦然。

1. **利用join()方法顺序显示**

**public** **class** A **extends** Thread{

**public** **int** b;

**public** A(**int** a1)

{

b=a1;

}

**public** **void** run()

{

**for**(**int** i=1;i<=5;++i)

{

**int** m=i\*b;

System.***out***.println(i+"\*"+b+"的倍数："+m);

**try** {

Thread.*sleep*(1000);

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

}

**public** **class** B {

**public** **static** **void** main(String[] args) {

// **TODO** Auto-generated method stub

A a1=**new** A(5);

A a2=**new** A(7);

A a3=**new** A(9);

// Thread t1=new Thread(a1);

// Thread t2=new Thread(a2);

// Thread t3=new Thread(a3);

a1.start();

**try** {

a1.join();

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

a2.start();

**try** {

a2.join();

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

a3.start();

**try** {

a3.join();

} **catch** (InterruptedException e) {

// **TODO** Auto-generated catch block

e.printStackTrace();

}

}

}

**结果显示：**

![](data:image/png;base64,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)

**编程练习：**

**1.**

**public** **class** B **implements** Runnable {

**public** **int** i;

**public** B(**int** i1)

{

i=i1;

}

**public** **void** run()

{

**for**(**int** r=1;r<2000;++r)

{

**int** s=r\*i;

System.***out***.println(r+"\*"+i+"的倍数为："+s);

System.***out***.flush();

}

}

//public void Ting()

//{

// a1=false;

//}

}

**public** **class** A {

**public** **static** **void** main(String[] args) **throws** InterruptedException {

// **TODO** Auto-generated method stub

B b1=**new** B(7);

B b2=**new** B(9);

**boolean** a=**true**;

**long** start=System.*currentTimeMillis*();

// b1.run1();

// b2.run1();**//不用多线程需要的时间为：54微秒**

Thread t1=**new** Thread(b1);

Thread t2=**new** Thread(b2);

System.***out***.println("主线程的名称："+Thread.*currentThread*().getName());

t1.setName("7的倍数");

t2.setName("9的倍数");

System.***out***.println("t1线程的名称："+t1.getName());

System.***out***.println("t2线程的名称："+t2.getName());

t1.start();

t2.start();

**if**(a)

{

**Thread.*sleep*(100);//使主线程休眠**

**if**(t1.isAlive())

{

System.***out***.println("t1还在执行");

// b1.Ting();

}

**if**(t2.isAlive())

{

System.***out***.println("t2还在执行");

t2.interrupt();

}

**long** end=System.*currentTimeMillis*();

System.***out***.println("时间："+(end-start));**//使用多线程用时在5微秒之内**

}

System.***out***.println("总的线程数目："+Thread.*activeCount*());

}

}